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Abstract—The great promise of modular robots is the ability to create on-demand robots; however, choosing the “right” design based on a task is still a challenging problem. In this paper, we present an approach to automatically synthesize both the design and control for modular robots from a task description. In particular, we focus on manipulators composed of one degree-of-freedom (DoF) modules. Our approach is able to handle partially infeasible tasks by either identifying the infeasible part and finding a design that satisfies the feasible part or searching for multiple designs that together satisfy the entire task. We compare our approach to a baseline genetic algorithm in a series of increasingly complex environments.

I. INTRODUCTION

Modular robots are collections of modules, each capable of sensing and actuation, that are arranged and connected in different configurations, depending on the task they are performing [1], [2]. These tasks can vary from locomotion [2], [3] to manipulation [2], to complex high-level tasks as in [4], [5]. While such robots can be tailored to the task at hand, manually coming up with a configuration to do a specific task is a tedious process due to the large design space that contains both discrete and continuous parameters, and it involves reasoning about complex kinematic equations. This gives rise to the challenge of automatically synthesizing modular robot configurations and controls based on specific tasks. In this paper, we focus on solving the design problem for a particular kind of modular robots – modular manipulators which are composed of one degree of freedom (DoF) modules, links and mounting brackets (see Fig. 1).

The synthesis problem is: given a task, here a set of points in 3D and obstacles in the environment, find a design such that the manipulator can trace a trajectory that includes all the task points without colliding with the obstacles. Our approach divides the problem into two parts—reachability synthesis and trajectory verification. In the reachability synthesis step, we solve a set of constraints on the design so that the manipulator can reach the task points individually. Then, after a design is found, the trajectory verification step searches for a trajectory connecting the task points to ensure that the task is feasible by the design found (i.e., the manipulator can move between the individual points). This is done using RRT* [7], a sampling-based motion planner.

For solving the constraints on the design, recent approaches include a variety of optimization techniques, such as Covariance Matrix Adaptation [8], DIRECT Algorithm [9] and Simulated Annealing and its variations [10], [11]. Genetic Algorithms (GA) and its variations are the most used technique [12]–[17]. GA is a heuristic optimization technique that can handle the mixed discrete and continuous search space. However, approaches based on GA have difficulties finding solutions when the search space is highly constrained (e.g., a large number of obstacles).

In this paper, we use the Sketch synthesis system [18], [19] to solve the constraints on the design. Sketch allows users to specify a synthesis problem as a partial program with unknown parameters and a set of assertions to specify the constraints. For problems involving discrete and continuous variables, Sketch uses a combination of numerical optimization and Boolean reasoning, a variant of the algorithm in [20]. A key feature of Sketch is that it works with a symbolic representation of the search space and the constraints, which allows it to search in a very directed manner compared to GA that only sees the fitness of the individual candidates it tries. The Sketch algorithm is sound i.e. if a solution is found, it is guaranteed to be correct—and is efficient in practice. However, the algorithm is not complete, so there might be scenarios for which a solution exists but the algorithm cannot find one in the allotted time.

In this paper, we use the Sketch synthesis system [18], [19] to solve the constraints on the design. Sketch allows users to specify a synthesis problem as a partial program with unknown parameters and a set of assertions to specify the constraints. For problems involving discrete and continuous variables, Sketch uses a combination of numerical optimization and Boolean reasoning, a variant of the algorithm in [20]. A key feature of Sketch is that it works with a symbolic representation of the search space and the constraints, which allows it to search in a very directed manner compared to GA that only sees the fitness of the individual candidates it tries. The Sketch algorithm is sound i.e. if a solution is found, it is guaranteed to be correct—and is efficient in practice. However, the algorithm is not complete, so there might be scenarios for which a solution exists but the algorithm cannot find one in the allotted time.

Fig. 1: Modular manipulator. (A) One DoF X-Series Actuator (Hebi Robotics); (B) Four DoFs robotic arm built using X-Series Actuators, links and mounting brackets [6].
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collisions incorporated directly into the optimization.

Unique to our approach is the ability to synthesize design(s) for partially infeasible tasks. If the entire task cannot be solved by a single design configuration, our approach can either separate the task into feasible and infeasible portions for one best configuration or find multiple configurations that together are capable of achieving the whole task, if they exist.

In summary, the paper’s contributions are:
- A framework for synthesizing provably-correct design and control for modular manipulators.
- An approach that handles partially infeasible tasks.
- Comparison to an approach based on genetic algorithms.

II. DEFINITIONS

We introduce definitions regarding modular manipulators based on the Denavit-Hartenberg (DH) convention [21]. For notation, we use the . operator to refer to named parameters of an item; and, [ ] with an index to refer to a specific item of an enumerated variable. We use \{a,b\} to denote discrete intervals and \[a,b\] for continuous intervals.

**Definition 1 (Module):** A module \(m\) is a single atomic unit of a manipulator which is composed of one rotational DoF (actuator) and one link (as shown in Fig. 2). It is defined as the tuple \(m_j = (r_j, \alpha_j, d_j)\) and has a local coordinate frame \((x_j, y_j, z_j)\) associated to it. The origin of the local coordinate frame is at the base of the module. The z-axis is the axis of rotation of the actuator, the x-axis is chosen parallel to the previous link according to the DH convention, and the y-axis follows the right hand rule. The symbol \(r_j\) is the link length, \(\alpha_j\) is the angle between \(z_j\) and \(z_{j-1}\), and \(d_j\) is the offset of the actuator along \(z_j\). We assume \(\alpha_1 = 0\) i.e. the axis of the rotation of the first actuator coincides with the z-axis of the global coordinate frame. Here, \(r_j\) is a continuous value in \([0, r_{\text{max}}]\) for a chosen maximum length \(r_{\text{max}}\). Similarly, \(\alpha_j\) is a continuous value in \([0, π]\). The offsets \(d_j\) are fixed and depend on the actuator’s thickness, for example, for the X-series actuators they are 5.5 cm.

![Fig. 2: The structure of a 2 DoF manipulator. The purple box represents a single module which contains an actuator (cylinder) and a link \(l_j\). Each actuator has a coordinate frame attached to it \((x_j, y_j, z_j)\).](image)

**Definition 2 (Configuration):** A configuration \(C\) is defined as a list of \(n_{\text{mod}}\) modules i.e. \(C = \{m_1, m_2, \cdots, m_{n_{\text{mod}}}\}\) such that the end of module \(m_j\) is connected to the base of module \(m_{j+1}\). Moreover, the end of \(m_{n_{\text{mod}}}\) is the end-effector and \(m_1\) is fixed at the origin of the global frame.

**Definition 3 (Joint angle (control)):** A joint angle \(\theta_j\) of a module is the angle between the module’s link and the x-axis \(x_j\) about \(z_j\) (see Fig. 2). We use \(\Theta\) to denote the joint angles of all the modules of the manipulator, \(\Theta = \{\theta_1, \theta_2, \cdots, \theta_{n_{\text{mod}}}\}\).

**Definition 4 (State):** For a configuration \(C\) and a control \(\Theta\), the state of the manipulator, denoted as \(P(C, \Theta) = \{p_0, p_1, \cdots, p_{2n_{\text{mod}}}\} \in \mathbb{R}^{(2n_{\text{mod}}+1) \times 3}\), is the global 3D Cartesian coordinates of the \(2n_{\text{mod}} + 1\) points that define the end points of all the links in \(C\), in addition to the origin, as shown in Fig. 2.

We overload the symbol \(P\) to also refer to a variable for a state. We define \(P.h = p_{h-1}p_h\) for \(h \in \{1..2n_{\text{mod}}\}\) to denote the line segments between every pair of neighboring points in \(P\). The link segment of module \(j\) is defined as \(P.j = P.z_j = p_{2j-1}p_{2j}\). The position of the end-effector is given by \(P.End = p_{2n_{\text{mod}}}\). The z-axis of the module-fixed frame is \(P.z_j = p_{2j-1}p_{2j+1}\).

A state \(P\) is “valid” for a manipulator with configuration \(C\) iff there exists a control \(\Theta\) such that \(P(C, \Theta) = P'\).

**Definition 5 (Task):** A task \(T\) is defined as a set of \(n_{\text{task}}\) points in the global reference frame.

**Definition 6 (Obstacles):** The environment for the manipulator is characterized by a set of \(n_{\text{obs}}\) obstacles, \(O\). An obstacle \(o \in O\) is modeled as a sphere described by its center’s position in the global reference frame \((x_c, y_c, z_c)\) and its radius \(r_c\).

**Definition 7 (Collision-Free Workspace):** Given a set of obstacles \(O\) and a configuration \(C\), the collision-free workspace of the manipulator, denoted as \(W(C, O)\), includes all states that the manipulator can achieve without colliding with the obstacles or the manipulator itself.

**Definition 8 (Space Trajectory):** A trajectory, \(\Gamma\), in the state space is a connected set of states of the manipulator.

We use \(\text{End}(S)\) to refer to the global 3D Cartesian coordinates of the end-effector for all states in the set \(S\).

III. APPROACH

A. Problem Formulation and Overview

In this paper, we address the challenge of finding a single design that satisfies a task (Problem 1), but if no solution is found, we provide partial solutions (Problems 2 and 3):

**Problem 1 (Single-Design Synthesis):** Given a task \(T\) and obstacles \(O\), the goal is to find a configuration \(C\) such that there is a trajectory \(\Gamma\) in the collision-free workspace that can trace all points in \(T\). Formally,

\[
\text{Find } C, \Gamma \text{ s.t. } \Gamma \subseteq W(C, O) \wedge T \subseteq \text{End}(\Gamma)
\]

We break the synthesis problem of finding both the configuration and the trajectory into two parts. First, we synthesize a configuration \(C\) that can reach all the task points individually i.e.

\[
\text{Find } C \text{ s.t. } T \subseteq \text{End}(W(C, O)) \quad \text{(Reachability)}
\]
Fig. 3: Overview of the approach (left). For comparison, we show the equivalent of the dotted box for GA (right).

Second, we use the configuration found by the above problem \((C_0)\) to search for a trajectory i.e.

\[
\text{Find } \Gamma \text{ s.t. } \Gamma \subseteq W(C_0, O) \land T \subseteq \text{End}(\Gamma) \quad \text{(Trajectory)}
\]

The reachability problem is solved by encoding the necessary constraints in Sketch. To find a trajectory, we use a motion planning algorithm, specifically RRT* [7]. The RRT* algorithm starts from the joint angles (which are derived from the states) found by Sketch for \(T[i]\) and incrementally constructs the path by sampling joint angles that satisfy the NoCollision constraints until it reaches the joint angles for \(T[i + 1]\). If a trajectory is found, the configuration and the controls to execute the trajectory are the returned solution. The motion planner will not find a trajectory if the task is spread across many disconnected components in the workspace of \(C_0\). In this case, we ask the user to intervene and add more points from the anticipated trajectory to the task and then, the design process is repeated. Adding more points increases the likelihood that the task is in a single connected component of the workspace. Fig. 3 depicts our approach.

Problem 2 (Maximal Feasible Subtask): If no solution is found for problem 1, we separate the task into the feasible subset \(T_F\) and infeasible subset \(T_I\) and find a configuration \(C\) such that the feasible subset can be achieved without any collisions. Similar to problem 1, this problem is split into two parts.

\[
\text{maximize } |T_F| \text{ s.t. } T_F \subseteq T \land T_F \subseteq \text{End}(W(C, O)) \quad \text{(Reachability)}
\]

\[
\exists \Gamma. \Gamma \subseteq W(C, O) \land T_F \subseteq \text{End}(\Gamma) \quad \text{(Trajectory)}
\]

Problem 3 (Multiple-Designs Synthesis): If no solution is found for problem 1, we find \(n_{\text{conf}}\) configurations, \(C_1, C_2, \ldots, C_{n_{\text{conf}}}\) such that \(T\) can be achieved, without collisions, by the combination of configurations.

\[
\text{minimize } n_{\text{conf}} \text{ s.t. } C_1, \ldots, C_{n_{\text{conf}}} \subseteq \text{End}(W_1) \cup \cdots \cup \text{End}(W_{n_{\text{conf}}}) \quad \text{(Reachability)}
\]

\[
\forall u \in [1, n_{\text{conf}}], \exists I_u, I_u \subseteq W_u \land \forall u \in [1, n_{\text{conf}}], I_u \subseteq W_u \land T \subseteq \text{End}(I_1) \cup \cdots \cup \text{End}(I_{n_{\text{conf}}}) \quad \text{(Trajectory)}
\]

where \(W_u = W(C_u, O)\).

We will now describe the encodings for the three reachability synthesis problems in the Sketch language.

B. Encoding Constraints for Single Design Synthesis

Finding a single configuration \(C\) to reach the task points requires searching over the discrete parameter \(n_{\text{mod}}\), the number of modules in the configuration, and the continuous parameters \(r_j\) and \(\alpha_j\) of the modules. Since the number of discrete choices for \(n_{\text{mod}}\) is small (we consider 2 to 4 DoF manipulators) and a smaller value for \(r_{\text{mod}}\) is preferable, we explicitly enumerate over the possible values for \(r_{\text{mod}}\). Thus, we solve one synthesis problem for each different value of \(n_{\text{mod}}\) in a bounded synthesis process [22] that terminates when a solution is found. The following is an encoding of the synthesis problem for a fixed \(n_{\text{mod}}\).

A straightforward approach is to search for the configuration parameters along with the joint angles \(\Theta_i\) for the \(i\)-th point in the task such that the forward kinematics would lead the manipulator to the desired point without collisions. The main disadvantage of this approach is that most of the constraints such as the end-effector constraint and the collision avoidance constraints are in terms of the state of the manipulator; however, the function that determines the state from the free variables, \(\Theta_i\), is composed of highly non-linear functions (arising from the forward kinematics equations). This gives rise to numerous local minima making the synthesis problem hard.

We propose an alternate approach that encodes the constraints directly in terms of the state of the manipulator. In this encoding, the synthesis problem is to find the parameters of the different modules \(r_1, \ldots, r_{n_{\text{mod}}}, c_\omega \alpha_1, \ldots, c_\omega \alpha_{n_{\text{mod}}}\) along with the states of the manipulator \(P_1, \ldots, P_{n_{\text{task}}}\) to reach each of the \(n_{\text{task}}\) points in the task where \(c_\omega \alpha_j\) represents \(\cos(\alpha_j)\). We use the subscript \(i\) to index a point in the task and \(j\) to index a module of the manipulator.

The first constraint establishes that the end-effector of the manipulator reaches the task points.

**Constraint 1 (End-effector):** \(\forall i \in \{1..n_{\text{task}}\},\)

\[
P_{i, \text{end}} = T[i]
\]

The collision avoidance constraints are defined as follows: First, to avoid collision with obstacles, the distance between all line segments that constitute the manipulator and the center of all the spheres has to be greater than their respective radii + thickness of the modules (\(\Delta\)).
Constraint 2 (Obstacle avoidance): \( \forall i \in \{1..n_{\text{task}}\}, \forall h \in \{1..2n_{\text{mod}}\}, \forall o \in O, \)
\[
\text{Dist}(P_i, o_h, \langle o.x, o.y, o.z \rangle) > o.r_c + \Delta
\]
where Dist is the minimal distance between a line segment and the center of a sphere.

Second, to avoid self-collision, the distance between all non-consecutive line segments has to be greater than the
thickness of the modules (2\(\Delta\)).

Constraint 3 (Self-collision avoidance): \( \forall i \in \{1..n_{\text{task}}\}, \forall h \in \{1..2n_{\text{mod}}\}, \forall h' \in \{h + 2..2n_{\text{mod}}\}, \)
\[
\text{Dist}(P_i, o_h, P_i, o_{h'}) > 2\Delta
\]
The link lengths must be fixed, i.e. the lengths of the link segments of each module in the different states are the same and equal to the length of the module in the configuration parameters.

Constraint 4 (Consistent link length): \( \forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}, \)
\[
||P_i, z_j|| = r_j
\]
Similarly, the next constraint is to ensure that the angle between the axes of two consecutive modules is consistent and equal to \(\alpha\) in the configuration parameters.

Constraint 5 (Consistent alpha): \( \forall i \in \{1..n_{\text{task}}\}, \forall j \in \{2..n_{\text{mod}}\}, \)
\[
P_i, z_j = d * d * c_{\alpha_j}
\]
\[
P_i, z_j = (P_i, z_j - 1) * P_i, z_j - 1
\]
Here, (6) is required to restrict \(\alpha\) to \([0, \pi]\). \(d\) is the fixed offset distance.

Geometrical constraints enforced by the fixed actuator offsets \(d\) are encoded as follows:

Constraint 6 (Offset): \( \forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}, \)
\[
||P_i, z_j|| = d
\]
Finally, to facilitate manipulator assembly, we enforce that the axis of the rotation of any actuator must be orthogonal to the previous and next link segments.

Constraint 7 (Orthogonality): \( \forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}, \forall j' \in \{2..n_{\text{mod}}\}, \)
\[
P_i, z_j = 0
\]
\[
P_i, z_j = 0
\]
With these constraints, the synthesis problem is:

Find \(r_j, c_{\alpha_j}, P_i\) \(\forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}\),
s.t. constraints (1 - 9)

C. Maximal Feasible Subtask

If Sketch does not find a single configuration to solve the task, it must solve either problem 2 or problem 3. In problem 2, the goal is to find a configuration that can reach as many points as possible. In addition to the number of modules \((n_{\text{mod}})\), the new discrete choices in this problem include the number of feasible task points (denoted as \(n_t\), \(n_t \leq n_{\text{task}}\)) and whether an individual point in the task belongs to the feasible set. To solve this, the system iterates over a series of synthesis problems for different choices of \(n_t\) and \(n_{\text{mod}}\), and chooses a solution that first maximizes \(n_t\) and then minimizes \(n_{\text{mod}}\).

Given \(n_{\text{mod}}\) and \(n_t\), we make the following changes to the encoding used to solve problem 1. First, to indicate which points in the task are feasible, we introduce \(n_{\text{task}}\) boolean variables \(\{b_1, b_2, \cdots, b_{n_{\text{conf}}}\}\) for each point in the task where \(b_i = 1\) implies the point \(i\) is feasible. Second, we define conditional versions of some of the previous constraints so that the constraints need to be satisfied only if \(b_i = 1\).

Constraint 8 (Conditional): \( \forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}, \forall h \in \{1..2n_{\text{mod}}\}, \forall h' \in \{h + 2..2n_{\text{mod}}\}, \forall o \in O, \)
\[
b_i \implies P_i, o_h = T[i] \]
\[
\text{Dist}(P_i, o_h, \langle o.x, o.y, o.z \rangle) > o.r_c + \Delta \land (10)
\]
\[
\text{Dist}(P_i, o_h, P_i, o_{h'}) > 2\Delta \land (11)
\]
\[
||P_i, z_j|| = r_j \land (12)
\]
\[
P_i, z_j = d * d * c_{\alpha_j}
\]
The synthesis problem is encoded as:

Find \(r_j, c_{\alpha_j}, P_i, b_i\) \(\forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}\),
s.t. \(\sum_{i=1}^{n_{\text{conf}}} b_i \geq n_t \land \text{constraints (6-10)}\)

The constraint \(\sum_{i=1}^{n_{\text{conf}}} b_i \geq n_t\) ensures that the cardinality of the feasible set is at least \(n_t\). We do not condition the constraints (6) - (9) since they are geometric constraints and do not depend on either \(T\) or the parameters \((r_j, \alpha_j)\).

D. Multiple Designs Synthesis

As an alternative to problem 2, one could also choose to solve problem 3 that attempts to find multiple configurations that together reach all the points in the task. Here, we solve one synthesis problem for the different choices of \(n_{\text{mod}}\) and the number of configurations \((n_{\text{conf}})\) and choose the solution that first minimizes \(n_{\text{conf}}\) and then minimizes \(n_{\text{mod}}\).

For the encoding, we introduce \(n_{\text{task}} * n_{\text{conf}}\) boolean variables \(b_{i, u}\) for each point \(i\) and configuration \(u\) and the synthesis problem is: Find

\(r_j, c_{\alpha_j}, P_i, b_{i, u}\) \(\forall i \in \{1..n_{\text{task}}\}, \forall j \in \{1..n_{\text{mod}}\}, \forall u \in \{1..n_{\text{conf}}\}\),
s.t. \(\forall i, \forall u, \sum_{i=1}^{n_{\text{conf}}} b_{i, u} = 1 \land \text{constraints (6-10)}\)

where \(\forall i, \forall u, \sum_{i=1}^{n_{\text{conf}}} b_{i, u} = 1 \land \text{constraints (6-10)}\)

IV. RESULTS

In this section, we evaluate our approach on various tasks and compare the results with a genetic algorithm based approach (baseline). We divide the tasks into three categories - (a) feasible tasks without obstacles, (b) feasible tasks with obstacles, and (c) partially infeasible tasks. In this evaluation, we answer the following questions: How does our approach and the baseline scale with the number of points and the number of DoFs? Can the approaches find a design configuration when the environment is highly constrained due to obstacles? Can our approach find a single configuration or
Fig. 4: (a) The solution returned by our approach for \( n_{\text{obs}} = 2, n_{\text{task}} = 5 \) and \( n_{\text{mod}} = 3 \). The actuators are in red, the links in black, the task points are the blue dots, and the origin is at the center of the green square. (b) The solution returned by our approach for \( n_{\text{obs}} = 5, n_{\text{task}} = 3 \) and \( n_{\text{mod}} = 3 \).

A set of configurations for partially infeasible tasks? Finally, we present examples that highlight the interaction between design synthesis and verification through motion planning.

In the examples, we treat the approach as successful if it was able to find a configuration and a set of joint angles that drives the end-effector to a distance smaller than 1mm from each of the task points while avoiding collisions. For all cases, we set \( r_{\text{max}} = 1m \). All the simulations were run on a standard desktop machine 64 bit running 14.04 Ubuntu with 8 GB RAM and 3.6 GHz processor.

**A. Baseline - GA**

The population of configurations is initially generated at random and evaluated according to a score given by the fitness function; for each configuration, we solve the IK problem for every point in the task to get \( \Theta_i \) and \( P_i \). The fitness function is:

\[
F = \frac{1}{\sum_{i=1}^{n_{\text{task}}} F_i} \quad \text{where} \quad F_i = \| P_i, \text{end} - T[i] \| + \begin{cases} \frac{1}{10^7} & \text{if there is collision} \\ 10^{-7} & \text{otherwise} \end{cases}
\]

The 20 configurations with the highest fitness scores compose the second generation. The next generations are altered by the mechanisms of mutation, selection and crossover.

The algorithm terminates if a configuration in the population has \( F > 1/(n_{\text{task}} \times 0.001) \). The algorithm also terminates and returns the best configuration so far when the maximum number of iterations (here 15) is reached or the runtime exceeds a maximum value. For the GA approach, we check whether the solution is correct by calculating the forward kinematics; if the solution does not satisfy the task, we reseed the population and re-run the algorithm.

**B. Feasible task without obstacles**

We randomly generated 5 feasible tasks for each \( n_{\text{task}} = \{3, 6, 9\} \) and \( n_{\text{mod}} = \{2, 3, 4\} \). To create a feasible task, we randomly generate \( C \) and a set of controls \( \Theta \) then, using FK, we calculate \( T \), which is the input for both approaches.

The success rates of the two approaches are shown in Table I. It can be seen that Sketch can solve all the tasks irrespective of the number of points or number of DoFs.

**C. Feasible task with obstacles**

In this evaluation, we introduce an obstacle in the environment. We fix \( n_{\text{mod}} = 3 \) and \( n_{\text{task}} = 5 \), but increase the size of the obstacle; the larger the obstacle, the more constrained the environment is. The results are shown in Table II. Again, our approach is able to solve all the tasks but GA can only solve for small obstacles given a maximum runtime of 60min.

Next, we consider environments with multiple obstacles (more obstacles imply more constrained environments). Fig. 4(a) shows an example with two obstacles and Fig. 4(b) shows an example with five obstacles. Our approach can find solutions for both the tasks; in contrast, the solutions found by GA either collide with the obstacles or cannot reach the points. The results again show that our approach works better than GA in highly constrained environments.

<table>
<thead>
<tr>
<th>Task</th>
<th>DoFs</th>
<th>% Success</th>
<th>Runtime (s)</th>
<th>% Success</th>
<th>Runtime (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>3 Points</td>
<td>2</td>
<td>60</td>
<td>42.8 ± 3.1</td>
<td>100</td>
<td>0.8 ± 0.01</td>
</tr>
<tr>
<td>4 Points</td>
<td>3</td>
<td>100</td>
<td>46.6 ± 23.0</td>
<td>100</td>
<td>1.3 ± 0.01</td>
</tr>
<tr>
<td>5 Points</td>
<td>4</td>
<td>100</td>
<td>74.5 ± 7.5</td>
<td>100</td>
<td>2.9 ± 0.1</td>
</tr>
<tr>
<td>6 Points</td>
<td>2</td>
<td>80</td>
<td>105.6 ± 45.8</td>
<td>100</td>
<td>3.7 ± 3.4</td>
</tr>
<tr>
<td>9 Points</td>
<td>3</td>
<td>100</td>
<td>152.0 ± 54.1</td>
<td>100</td>
<td>5.3 ± 2.5</td>
</tr>
<tr>
<td>4</td>
<td>100</td>
<td>145.9 ± 10.9</td>
<td>100</td>
<td>11.5 ± 3.6</td>
<td></td>
</tr>
</tbody>
</table>

TABLE I: Rate of success for a feasible task in an environment without obstacles for GA and Sketch.

<table>
<thead>
<tr>
<th>Obstacle radius (m)</th>
<th>GA solved?</th>
<th>Runtime</th>
<th>Sketch solved?</th>
<th>Runtime</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.2</td>
<td>Yes</td>
<td>2.3s</td>
<td>Yes</td>
<td>3.1s</td>
</tr>
<tr>
<td>0.4</td>
<td>Yes</td>
<td>48.47min</td>
<td>Yes</td>
<td>2.8s</td>
</tr>
<tr>
<td>0.6</td>
<td>No</td>
<td>-</td>
<td>Yes</td>
<td>9.4s</td>
</tr>
<tr>
<td>0.8</td>
<td>No</td>
<td>-</td>
<td>Yes</td>
<td>13.6s</td>
</tr>
<tr>
<td>1.0</td>
<td>No</td>
<td>-</td>
<td>Yes</td>
<td>10.6s</td>
</tr>
</tbody>
</table>

TABLE II: GA and Sketch results for \( n_{\text{obs}} = 1, n_{\text{mod}} = 3 \) and \( n_{\text{task}} = 5 \).

Genetic algorithm, on the other hand, fails some tasks with 2 DoFs given a maximum runtime of 10min. This is because with fewer DoFs, there are less configurations that can satisfy the task which decreases the likelihood of GA finding a solution. This evaluation shows that our approach performs well even when the set of valid solutions is highly restricted.
D. Partially infeasible task

We considered two partially infeasible tasks (Fig. 5 and 7). The first task has 6 points and 1 obstacle. Sketch was not able to find a solution for a single configuration (Problem 1) in the allotted time. Solving Problem 2 resulted in classifying one point as infeasible. Fig. 5 shows the solution found by Sketch, in which the purple square indicates the infeasible point. In addition, our approach was able to find a solution for Problem 3 with two configurations that can satisfy the entire task, as shown in Fig. 6.

The second task has 8 points and 3 obstacles. Again Sketch could not find a solution for Problem 1, however it solved Problem 2, classifying three of the eight task points as infeasible (Fig. 7a). Sketch could not find a solution for Problem 3 with \( n_{\text{mod}} = 3 \); instead we took the infeasible set \( T_I \) from Problem 2 and solved Problem 1 where \( T = T_I \). Our approach was able to find a solution (Fig 7b) for those 3 points using a 4 DoF manipulator, a more complex design than the one found for the original feasible set \( T_F \) which was a 3 DoF design.

E. Iterative task refinement

For the tasks discussed so far, we were able to find a trajectory for the synthesized manipulator that connects the task points, thus ensuring the task can be achieved. Here, we consider a task that requires additional user input. Fig. 8a shows the collision-free workspace (in black) as well as the task points (blue dots) for the configuration returned as solution for Problem 1 with \( n_{\text{obs}} = 2 \), \( n_{\text{task}} = 2 \) and \( n_{\text{mod}} = 2 \). As it can be seen, the workspace is disconnected, thus it is impossible for RRT* to find a feasible trajectory. Fig. 8b shows the new collision-free workspace for the configuration returned after a new point (yellow dot) is added by the user to the task, and the trajectory found (red curve).

Fig. 9 shows a more complex environment that needs multiple user interactions. The two blue dots are the original task, the yellow was the first point added by the user, the magenta the second and the cyan the third.

V. CONCLUSIONS AND FUTURE WORK

In this paper, we present a framework for synthesizing provably-correct task-based designs for manipulators. Our approach is able to handle partially infeasible tasks and can generate more than one configuration if the task cannot be solved by a single one. In addition, our approach outperforms GA in highly constrained environments.

The limitations of the approach are that it is not complete, i.e. it may not find a solution within the time constraints even if a solution exists, and it requires user input when a design is synthesized but a trajectory is not found.

In the future, we will explore techniques to automatically infer the new points required for trajectory generation. We will also encode more complex tasks such as following trajectories, as well as additional physical constraints such as torque limits. Moreover, we will extend our approach to handle more complex modular robots that combine locomotion and manipulation.
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